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We will re-visit this list with additional regularization / normalization methods.
Regarding the learning rate, for training to succeed it has to

• reduce the loss quickly ⇒ large learning rate,
• not be trapped in a bad minimum ⇒ large learning rate,
• not bounce around in narrow valleys ⇒ small learning rate, and
• not oscillate around a minimum ⇒ small learning rate.

These constraints lead to a general policy of using a larger step size first, and a smaller one in the end.
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CIFAR10 data-set

32 × 32 color images, 50,000 train samples, 10,000 test samples.

(Krizhevsky, 2009, chap. 3)
Small convnet on CIFAR10, cross-entropy, batch size $100$, $\eta = 1e^{-1}$.
Small convnet on CIFAR10, cross-entropy, batch size 100
Using $\eta = 1e-1$ for 25 epochs, then reducing it.
Using $\eta = 1e-1$ for 25 epochs, then $\eta = 5e-2$. 
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While the test error still goes down, the test loss may increase, as it gets even worse on misclassified examples, and decreases less on the ones getting fixed.
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The end
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